Creación automática de editores gráficos con Eugenia
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Resumen. En los procesos de desarrollo de software dirigido por modelos, en general, es necesario definir modelos con un alto nivel de detalle, que suelen resultar modelos complejos y difíciles de manejar. El uso de editores gráficos ayudan a omitir detalles innecesarios y proporcionan una visión global del modelo. Para este fin suelen utilizarse editores basados en arcos y nodos (o diagramadores) que proporcionan una visión general del modelo. Siendo otro artefacto software más, no sólo es posible si no recomendable, aplicar los principios de la Ingeniería Dirigida por Modelos al desarrollo de estos editores con el objetivo de automatizar al máximo posible al proceso de desarrollo. EuGENia permite automatizar el proceso de generación de estos editores.

1. Introducción

En los procesos de desarrollo de software dirigido por modelos, en general, es necesario definir modelos con un alto nivel de detalle, que suelen resultar modelos complejos y difíciles de manejar. El uso de editores gráficos ayudan a omitir detalles innecesarios y proporcionan una visión global del modelo. Para este fin suelen utilizarse editores basados en arcos y nodos (o diagramadores) que proporcionan una visión general del modelo. Siendo otro artefacto software más, no sólo es posible si no recomendable, aplicar los principios de la Ingeniería Dirigida por Modelos al desarrollo de estos editores con el objetivo de automatizar al máximo posible al proceso de desarrollo.

2. EUGENIA

Eugenia se integra dentro del proyecto Epsilon de Eclipse. Epsilon es una plataforma para la construcción de Lenguajes Específicos del Dominio (DSLs) [1] para tareas relacionadas con la gestión de modelos que incluye varios lenguajes para tareas como la transformación (ETL) [2] o la validación de modelos (EVL) [3]. A su vez, la base de la plataforma es EOL (Epsilon Object Language) [4], un lenguaje imperativo que permite crear, consultar y modificar modelos EMF [5].

Además de esta familia de lenguajes, Epsilon proporciona varias facilidades para llevar a cabo tareas comunes en el marco de la Ingeniería de Desarrollo Dirigida por Modelos. Una de ellas es EuGENia [6], una herramienta para simplificar el desarrollo de editores GMF.

A partir del metamodelo.ecore, o su especificación textual con Emfatic [7], EuGENia genera automáticamente los modelos gmfgraph, gmftool y gmfmap. Para generar estos modelos, es necesario haber anotado previamente el metamodelo utilizando un conjunto de anotaciones predefinidas. EuGENia utiliza dichas anotaciones para saber cuál queremos que sea la representación gráfica de un elemento concreto o el control correspondiente en la paleta de herramientas. No obstante, un conjunto predefinido de anotaciones no suele ser suficiente para que el editor generado tenga exactamente las características y comportamiento deseados.

Por ello, EuGENia es capaz también de procesar tres ficheros EOL (Ecore2GMF.eol, FixGenModel.eol y FixGMFGen.eol) que permiten personalizar el editor.

La Figura 1 resume el proceso de desarrollo para generar un diagramador con EuGENia.

 Nótese que los pasos 1, 2 y 3 son los mismos que se deben dar en la creación de un editor usando GMF. A partir del siguiente paso 4 es donde se diferencian.

4. Definir los ficheros de personalización codificados en lenguaje EOL.

5. Generar, a partir del modelo.ecore y los ficheros de personalización, los modelos GMF (gmfgraph, gmftool y gmfmap).


7. Generar, a partir del modelo de mapeo, el modelo generador de GMF (gmfgen).

8. Sincronización de los modelos.ecore y gmfgen.

9. Generar el código Java que implementa el diagramador.

Así, EuGENia no sólo reduce el número de modelos que debe definir el desarrollador, sino que, además permite la reutilización de los ficheros de personalización (o al menos parte de ellos) en diferentes desarrollos. Sin embargo, a pesar de estas mejoras el proceso de generación no es completamente automático, pues el desarrollador...
sigue siendo el encargado de generar el editor tree-based de EMF, el modelo generador de GMF (GMFgen) y el código Java que implementa el diagramador. Además, el uso de Eugenia añade dos nuevas tareas al proceso: la sincronización de los modelos genmodel y gmfgen con el metamodelo.ecore. No obstante, las mejoras aportadas por EuGENia sirven de base para la propuesta de este trabajo.

Estos pasos son realizados de forma transparente para el usuario, que tan sólo debe realizar una única acción, hacer click sobre la opción EuGENia que aparece en el menú contextual del fichero .emf.

En el siguiente apartado se presentan las principales anotaciones que pueden realizarse sobre el fichero .emf que son soportadas por Eugenia.

3. Anotaciones soportadas

EuGENia es compatible con las siguientes anotaciones realizadas sobre elementos del metamodelo .ecore.

`gmf.diagram`

Indica el elemento raíz del metamodelo. Sólo puede ser indicado un único elemento Eclass como `gmf.diagram`. Acepta los siguientes campos:

- `diagram.extension`: extensión del archivo para el modelo gráfico.
- `model.extension`: extensión del archivo para el modelo textual.

- `onfile`: un valor true indica que el modelo gráfico y textual deben almacenarse en un mismo archivo.

`gmf.node`

Se aplica a una EClass y denota que debe aparecer en el diagrama como un nodo. Los campos más significativos son los siguientes:

- `border`: border.color, border.style, border.width. Que permiten indicar el color RGB que se establecerá como color del borde del nodo, el estilo del borde (solido, guiones o puntos), o un entero que especifica el ancho del borde.
4. Ejemplo de aplicación

```scala
package ejemplo;
@gmf.diagram(foo="bar")
class Ejemplo {
    val Node[*] nodes;
    val Transition[*] transitions;
}

@gmf.node(label="name",
label.icon="false")
abstract class Node {
    attr String name;
    ref Transition[*]#source outgoing;
    ref Transition[*]#target incoming;
}

@gmf.link(label="name",
source="source", target="target",
target.decoration="arrow")
class Transition {
    attr String name;
    ref Node#outgoing source;
    ref Node#incoming target;
}
```
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